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Abstract: Program visualization is a method shown to be beneficial in supporting programming
learning. In this paper we study the effects of student collaboration on learning basic programming
concepts with a program visualization tool called ViLLE. Students participated in a two hour
computer lab session, during which they first answered to a pre-test, then rehearsed programming
with ViLLE, and finally answered to a post-test. Students were divided into two groups: in the
other group students studied alone, and in the other in pairs. The results show that all students
learned significantly during the session, and that the students working in pairs learned
significantly better than students working alone. Thus, it seems that the learning effects of
program visualization can be enhanced with collaboration and the effect is greater in tougher
questions related to functions and parameter passing.

Introduction
 Learning to program is typically hard. Several studies indicate that the outcome of programming courses is

substandard (see next section). Utilizing visualization in teaching programming has been tried as a mean of
supporting the learning process, and it has been found out that it is beneficial only when used actively (Hundhausen,
2002).

The idea of studying the effects of collaboration seems sensible, because visualization provides something
concrete for the students to discuss.  Students working in pairs with a program visualization tool have a common
reference point (the current state of the visualization) which is enhanced even more with the help of pop-up
questions. Additionally, as collaborative methods are used increasingly today, it should be interesting to see what
kind of effect collaboration has in program visualization.

Similarly to pair-programming (see Williams & Kessler, 2000) the student with more experience in
programming can help their partner in understanding the problem. There is actually inherent motivation for stronger
students to help the weaker students because the pair shares a common goal (finishing the task at hand). Also,
students with different skill levels spot different things in programs, so even the weaker student can contribute to the
common task.

ViLLE is a program visualization tool developed at the University of Turku, Finland. The studies on the
effects of ViLLE have shown that it is beneficial for novice students in learning the basics of programming. In this
paper we report the effects of student collaboration when utilizing a program visualization tool.

To study the effects of collaboration, we conducted a session where half of the students used ViLLE alone
and the other half in collaboration with another student. Students were encouraged to discuss the visualizations
during the session.

The paper has the following structure: the subsection in the introduction briefly describes the program
visualization tool used in our experiment, in the next section some previous studies related to the subject of the
paper are presented, the section after that describes the research setup used in our experiment, and the results of the
study are presented in the following section. Finally, in the last two sections the results are discussed, and
conclusions presented.

ViLLE
ViLLE is a program visualization tool developed at the University of Turku, Finland. Its purpose is to

support the learning process of novice programmers. ViLLE can be used to visualize the execution of programs in
several different programming languages, and the language support is easily extendable (at least for imperative
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programming languages). The visualization includes code line highlighting, visualization of variable states, call
stack for the method calls, automatically generated textual explanation of program events, and comparison of
program execution with two different languages simultaneously in a parallel view. Controlling the progress of
visualization and execution is flexible: it is possible to move one step at a time both forwards and backwards in the
program, play the execution automatically and adjust the playback speed, and use a slider to move at any state of the
execution. It is also possible to add breakpoints to code lines, and jump between the points with the animation
controls. New programming languages can be added to the tool with a built-in syntax editor. Multiple-choice
questions and array value assignment exercises can be created with a built-in question editor.

Figure 1. The visualization view in ViLLE

In addition to multiple choice questions and array value assignment exercises, two new exercises types
have been developed recently. In code sorting exercise program code is shown to student with code lines shuffled.
Student has to arrange the code lines to match a given specification. In coding exercise student has to code a
program or part  of  a program, which is  then assessed automatically by the tool.  The new exercise types were not
used in this study.

ViLLE exercises can be made available on the web with the help of TRAKLA2 (Malmi et al., 2004) web
environment. TRAKLA2 handles student logins and keeps track of student submissions and points achieved. The
exercises can be organized as rounds and each round can be given opening and closing dates. Teacher can use the
environment to easily monitor students’ progress. For more detailed information on ViLLE see Rajala et al. (2007)
and Kaila et al. (2008).

Related Research
The first steps in learning to program are generally considered to be quite troublesome. According to a

multinational study by Lister et al. (2004), the students lack the prerequisite skills for problem solving related to
programming. A study by Lahtinen et al. (2005) found that one of the areas the students had most problems with



was in understanding the structure of programs. According to McCracken et al. (2001) most of the students don’t
know how to program at all after the introductory course. Moreover, Bergin and Reilly (2005) state that only one
fifth of the students in introductory courses are actually interested in learning to program.

One of the goals of program visualization (PV) is to make the first steps easier for the novices. PV systems
typically illustrate the execution of program code with various graphical and textual objects, with the idea to
enhance the program code reading skills of the students. Though there have been various PV systems developed (see
e.g. BlueJ (Kölling et al., 2003) or JavaVis (Oechsle & Schmitt, 2001)) and some qualitative research conducted
(e.g. Kannusmäki et al. (2004)), there seems to be little or no quantitative research on the subject, especially when
program visualization is used during collaborative learning.

Laakso et al. (2009) studied learning performance when algorithm visualization tool TRAKLA2 was used
collaboratively, and found out that the students working on the engagement level (Naps et al., 2002) of changing
performed statistically significantly better than the students in the viewing level. Myller et al. (2008) studied the
extended engagement taxonomy and its applicability when using visualizations collaboratively. Hundhausen (2002)
also studied the collaborative aspects of algorithm visualization. Pair programming – quite a typical form of
collaboration – has been studied (and found to be efficient) by e.g. Williams et al. (2000) and McDowell et al.
(2002).

The effectiveness of ViLLE has been previously studied (Rajala et al., 2008) and the results show that it
can enhance novices’ learning significantly.  Furthermore, we found out that the tool should be utilized in higher
engagement level in order to promote active learning (Kaila et al, 2009) and that it is important to familiarize
students with the tool before studying its effectiveness to reduce the cognitive load required in learning to use the
tool (Laakso et al., 2008). Moreover, feedback gathered from students revealed that most of the students thought that
ViLLE is beneficial when learning the basic programming skills; some students even preferred it over traditional
learning methods (lectures, demonstrations). (Kaila et al. 2009).

Research Setup
We conducted a study on the effects of collaboration when learning to program with a program

visualization tool. The purpose of the study was to find out if there is any difference in learning between students
working in pairs and students working alone. Students participated in a two hour computer lab session where they
used a program visualization tool called ViLLE to learn basic programming concepts.

The participants were students from a first year introductory CS course called ‘Introduction to Information
Technology’. The course has two main goals: 1) students learn the different components used in computers and how
those components work, and 2) they learn the most relevant basic concepts of programming and acquire good skills
in reading computer programs. A total of 110 students participated in the study, 62 of them worked in pairs and 50
alone.

The study was conducted in the beginning of the fourth week of the eight week course. Students had
completed one round of exercises (13 exercises in total) with the ViLLE tool before the computer lab session. The
completed round covered variable initialization, value assignment, and conditional statements.

At the beginning of the study students first answered individually to a pre-test which consisted of four
program tracing exercises covering conditional statements, loop structures and methods. Students were also asked
how much programming experience they had before the course, the number of different programming languages
they had used, had they used ViLLE before the test, and how many lectures they had attended. Also, if they were not
CS majors, they were asked how many CS related courses they had planned to study. Students had 15 minutes time
to answer to the pre-test.

After the pre-test, students rehearsed programming concepts with a web-based programming tutorial. In the
tutorial various basic programming concepts (conditional statements, variable types, loops, and methods) were
shortly explained, and for each individual concept students solved few program comprehension exercises with
ViLLE (15 exercises in total). Moreover, students’ actions were recorded with screen capture software as well as the
discussion of students working in pairs. The pair-group was encouraged to discuss during the tutorial that lasted 45
minutes.



After the tutorial students answered to a post-test which included the same four questions as the pre-test
plus two additional questions: one where students had to write a loop that prints even numbers between 2 to 24 and
one tracing exercise illustrating behavior of methods. So, in total the post-test included five code tracing exercises
and one writing exercise. Students had 30 minutes time to answer the exercises in the post-test.

Results
In this section we present the results on the research question “is there any difference in the learning when

the visualization tool is used in collaboration with another student”. In addition, results are presented with previous
programming knowledge taken into account.

Effects of Collaboration
The results of the pre-test are presented in Table 1. The table includes means and standard deviations in

parentheses for each question and the mean points of all groups. In addition, the p-values obtained from two-tailed t-
test between treatment and control groups are displayed.

Table 1:  Pre-test scores

Control (N=50) Treatment (N=62) p-value
Q1 7.60 (3.05) 8.19 (2.69) 0.277
Q2 3.96 (3.52) 4.03 (3.47) 0.914
Q3 4.30 (3.99) 5.60 (3.97) 0.089
Q4 2.72 (4.19) 3.32 (4.62) 0.476
Total 18.58 (11.25) 21.15 (8.95) 0.193

As seen in Table 1, treatment group outperformed control group slightly in all individual questions and in
total score. However, no statistically significant differences between the groups were found.

Post-test results for both groups are presented in Table 2. Since the post-test included all of pre-test’s
questions, the corresponding question numbers are presented in parentheses. In addition, the total points of shared
questions (questions in pre- and post-test), total points (all six questions) and the total difference in shared questions,
are presented.

Table 2: Post-test results

Control (N=50) Treatment (N=62) p-value
PQ1 (Q1) 8.22 (2.80) 8.44 (2.26) 0.654
PQ2 (Q2) 6.18 (4.35) 6.52 (3.77) 0.667
PQ3 5.96 (3.84) 6.84 (3.67) 0.220
PQ4 (Q3) 7.72 (2.96) 8.55 (2.43) 0.107
PQ5 (Q4) 5.08 (4.75) 6.84 (4.38) 0.046
PQ6 4.78 (4.62) 6.92 (4.00) 0.011
Total (shared) 27.20 (10.80) 30.34 (9.34) 0.108
Total (all) 37.94 (17.40) 44.10 (14.78) 0.045
Total (relational) 0.51  (0.34) 0.63 (0.30) 0.042

As seen in Table 2, treatment group outperformed the control group in all questions, in total points, and in
total difference in shared question (9.19 vs. 8.62). The difference was statistically significant in total points
(t (110) = -2.024, p < 0.05). The relational scores were calculated with the formula

(Post-test total – Pre-test total) / (Post-Test Maximum (60 points) – Pre-test total),

which produces a value between 0 and 1 to describe the relation of increase in learning compared to maximum



increase possible. Again, the difference was statistically significant in favor of the treatment group (t (110) = -2.055,
p < 0.05).

In conclusion, we can reject the null hypothesis and state that the collaboration has an effect when learning
basic programming concepts with a program visualization tool. In addition, in the PQ6 the difference is almost
statistical significant even if we apply Bonferroni correction, and there is this same trend in the PQ5 in absolute
scale. Since, the PQ6 and PQ5 were questions about function calls, it seems that collaboration is especially
beneficial in harder questions like functions and parameter passing.

Effects of Previous Knowledge
We also wanted to find out whether previous programming experience would affect the learning results. To

achieve this, we asked the students to estimate their programming experience on scale of 0 to 4. Based on this, the
students were divided into two groups: the ones who estimated their programming skill as zero belong to the group
no previous programming experience (NPE), and all the others to the group some previous programming experience
(SPE).

The results for pre- and post-tests for control and treatment groups with previous experience taken into
account are presented in Table 3. The p-values were calculated inside the control and treatment groups with one-way
ANOVA test.

Table 3: Pre- and post-test results with previous programming experience taken into account

No previous experience (NPE) Some previous experience (SPE)
Control
(N=30)

Treatment
(N=34)

p-value Control
(N=18)

Treatment
(N=28)

p-value

Pre-test
total

16.53
(10.05)

17.76
(7.60)

0.580 23.11
(11.95)

25.25
(8.84)

0.489

Post-test
shared

24.43
(11.10)

27.06
(9.14)

0.303 32.67
(8.24)

34.32
(8.07)

0.504

Post-test
total

33.13
(17.24)

38.68
(14.53)

0.168 48.00
(13.07)

50.68
(12.41)

0.488

Difference 7.90 (8.81) 9.30 (6.84) 0.480 9.56 (8.80) 9.07 (6.57) 0.832

As seen in Table 3, the difference in the pre-test between the control and treatment groups SPE remains in
the post-test, while in NPE it grows a little. The differences in absolute scale seem to support our previous results
(Rajala et al. 2008) which indicate that ViLLE is most useful for students with no previous programming
experience. However, no statistically significant differences between the groups were found.

Learning Results inside Groups
Finally, we wanted to find out whether any learning occurred in all groups during the session. The results

are displayed in Table 4. Pre- and post-test scores are compared inside groups with pairwise t-test.

Table 4: Pre-test and post-test scores compared inside groups

Group N Pre-test Post-test (shared) p-value
Treatment group 62 21.15 (8.94) 30.34 (9.34) 0.000
Control group 50 18.58 (11.25) 27.20 (10.81) 0.000
All students 112 20.00 (10.07) 28.94 (10.10) 0.000

As seen in Table 4, statistically significant learning occurred in both groups and also when comparing the
scores of all students. This further supports our previous findings that ViLLE is highly beneficial tool when learning
basic programming skills.



Reliability
To ensure  the  reliability  of  variables  in  the  procedure,  Cronbach’s  Alpha  values  were  calculated  for  the

questions in the pre- and post-test. The values (0.598 for pre-test and 0.815 for post-test) indicate high reliability.

We also looked at previous math scores of students participating in the study. The math scores studied were
the grade of their last high school course and the grade of the math test students took when they begun computer
science studies. We found no statistically significant difference in the math grades between the control and treatment
group. However, we could only get math results from 8 students in the control group and from 23 in the treatment
group.

Discussion
As the results show, the treatment group outperformed the control group in the post-test. There were no

statistically significant differences in the pre-test but there was a statistically significant difference in the post-test
total score. In addition, we found a trend favoring the treatment group in harder questions PQ5 and PQ6. The
difference is almost statistically significant in PQ6, and there is absolute trend in PQ5. Since these questions were
both about function calls, it seems that collaboration is most beneficial when tracking down the progress of
execution between main and subprograms although the treatment group still outperformed the control group in every
question. The statistically significant difference in the total score and the increase in absolute difference in all
questions support the findings of Laakso et al. (2009), that the collaboration is highly beneficial when using
visualizations.

Secondly, we wanted to find out if previous programming experience has any effect on the learning results.
In our previous studies (see e.g. Rajala et al. (2008)) we have found out, that ViLLE benefits the novice students the
most; however, it seems that when using the tool in collaboration with another student, the previous experience
doesn’t have statistically significant effect. In absolute scale, the novices in the treatment group did improve their
results more, though.

Finally, we wanted to determine if learning occurred in all groups during the session. This was done by
comparing the pre- and post-test (shared) scores with a pairwise t-test. The results support our previous findings:
ViLLE can be used to greatly enhance the basic program comprehension skills of students. What makes the results
even stronger is the short amount of time the tool was used. The learning effect seems to exist despite of the
previous programming experience (total difference between the pre- and post-test scores varied between 7,90 and
9,56 points, and the difference was statistically significant in both groups regardless of previous programming
experience).

All in all, collaboration seems to be quite natural form of using a program visualization tool. After a brief
quiet period at the beginning of the session, the students engaged in lively discussion for the rest of the session. The
pop-up questions in the visualizations activate students (Naps, 2005) and encourage students to start discussing the
visualizations. We didn’t gather the information about which of the students in the pair actually controlled the
visualization; this information should be included in the future studies, since it might have substantial effect on the
learning results.

Conclusions
We conducted a study about the benefits of collaboration in using a program visualization tool ViLLE. Our

results indicate that collaboration seems to be most beneficial when tracing the execution of function calls. In
addition, the statistical difference in total points of the post-test indicates that the collaboration seems to be a rather
good method of using a visualization tool all in all; previous programming experience doesn’t seem to have any
effect on these results. Moreover, it seems that ViLLE can be used effectively to learn basic programming concepts,
alone or in collaboration with another student. This further supports our earlier findings.
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